1. Any shell scripting program.

#!/bin/bash

# Function for if-else statement

if\_else\_demo() {

read -p "Enter your age: " age

if (( age < 18 )); then

echo "You are a minor."

elif (( age <= 65 )); then

echo "You are an adult."

else

echo "You are a senior."

fi

}

# Function for for loop to print numbers from start to end

for\_loop\_demo() {

read -p "Enter the start number: " start

read -p "Enter the end number: " end

for (( i=start; i<=end; i++ )); do

echo "Number $i"

done

}

# Function to check if a number is prime

is\_prime() {

local num=$1

if (( num <= 1 )); then

return 1

fi

for (( i=2; i\*i<=num; i++ )); do

if (( num % i == 0 )); then

return 1

fi

done

return 0

}

# Function for while loop demonstration (prime numbers)

while\_loop\_demo() {

read -p "Enter a start number: " start

read -p "Enter an end number: " end

while (( start <= end )); do

if is\_prime $start; then

echo "Prime number: $start"

fi

((start++))

done

}

# Function to calculate factorial of a number

factorial() {

local num=$1

local factorial=1

local i=1

until (( i > num )); do

factorial=$(( factorial \* i ))

((i++))

done

echo $factorial

}

# Function for until loop demonstration (factorial)

until\_loop\_demo() {

read -p "Enter a number to calculate factorial: " num

result=$(factorial $num)

echo "Factorial of $num is $result"

}

# Display the menu

while true; do

echo "Menu:"

echo "1) If-Else Statement"

echo "2) For Loop"

echo "3) While Loop"

echo "4) Until Loop"

echo "5) Exit"

read -p "Choose an option: " choice

case $choice in

1)

if\_else\_demo

;;

2)

for\_loop\_demo

;;

3)

while\_loop\_demo

;;

4)

until\_loop\_demo

;;

5)

echo "Exiting..."

break

;;

\*)

echo "Invalid option, please try again."

;;

esac

done

2. Write a program demonstrating use of different system calls.

#include <stdio.h>

#include <unistd.h>

#include <sys/wait.h>

#include <sys/types.h>

#include <fcntl.h>

#include <sys/stat.h>

#include <stdlib.h>

#include <string.h>

void process\_related() {

int choice;

pid\_t pid;

printf("\nProcess Related System Calls:\n");

printf("1. fork()\n");

printf("2. exit()\n");

printf("3. wait()\n");

printf("4. exec()\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch(choice) {

case 1:

pid = fork();

if (pid == 0) {

printf("This is the child process. PID = %d\n", getpid());

exit(0);

} else {

printf("This is the parent process. PID = %d\n", getpid());

}

break;

case 2:

printf("Exiting with status 0...\n");

exit(0);

break;

case 3:

pid = fork();

if (pid == 0) {

printf("Child process. PID = %d\n", getpid());

exit(0);

} else {

wait(NULL);

printf("Child process finished. Parent PID = %d\n", getpid());

}

break;

case 4:

pid = fork();

if (pid == 0) {

printf("Child process executing ls command:\n");

execl("/bin/ls", "ls", NULL);

exit(0);

} else {

wait(NULL);

printf("ls command executed by child process.\n");

}

break;

default:

printf("Invalid choice.\n");

break;

}

}

void communication\_related() {

int choice;

int fd[2];

char write\_msg[20] = "Hello, World!";

char read\_msg[20];

pid\_t pid;

printf("\nCommunication Related System Calls:\n");

printf("1. pipe()\n");

printf("2. FIFO (named pipe)\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch(choice) {

case 1:

if (pipe(fd) == -1) {

perror("Pipe failed");

exit(1);

}

pid = fork();

if (pid == 0) {

close(fd[0]); // Close unused read end

write(fd[1], write\_msg, strlen(write\_msg)+1);

close(fd[1]);

} else {

close(fd[1]); // Close unused write end

read(fd[0], read\_msg, sizeof(read\_msg));

printf("Received message: %s\n", read\_msg);

close(fd[0]);

}

break;

case 2:

mkfifo("/tmp/myfifo", 0666);

pid = fork();

if (pid == 0) {

int fd = open("/tmp/myfifo", O\_WRONLY);

write(fd, write\_msg, strlen(write\_msg)+1);

close(fd);

exit(0);

} else {

int fd = open("/tmp/myfifo", O\_RDONLY);

read(fd, read\_msg, sizeof(read\_msg));

printf("Received message: %s\n", read\_msg);

close(fd);

}

unlink("/tmp/myfifo");

break;

default:

printf("Invalid choice.\n");

break;

}

}

void file\_related() {

int choice;

int fd;

char buffer[100];

printf("\nFile Related System Calls:\n");

printf("1. open(), write(), close()\n");

printf("2. link(), stat(), unlink()\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch(choice) {

case 1:

fd = open("example.txt", O\_WRONLY | O\_CREAT, 0644);

if (fd == -1) {

perror("Error opening file");

exit(1);

}

write(fd, "Hello, World!\n", 14);

close(fd);

printf("File written and closed successfully.\n");

fd = open("example.txt", O\_RDONLY);

read(fd, buffer, 100);

printf("File content: %s", buffer);

close(fd);

break;

case 2:

link("example.txt", "example\_link.txt");

struct stat file\_stat;

stat("example\_link.txt", &file\_stat);

printf("File size: %ld bytes\n", file\_stat.st\_size);

unlink("example\_link.txt");

printf("Link removed.\n");

break;

default:

printf("Invalid choice.\n");

break;

}

}

void info\_related() {

int choice;

printf("\nInformation Related System Calls:\n");

printf("1. alarm()\n");

printf("2. sleep()\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch(choice) {

case 1:

printf("Setting an alarm for 5 seconds...\n");

alarm(5);

sleep(6); // To show the alarm trigger

break;

case 2:

printf("Sleeping for 3 seconds...\n");

sleep(3);

printf("Woke up after 3 seconds.\n");

break;

default:

printf("Invalid choice.\n");

break;

}

}

int main() {

int choice;

while(1) {

printf("\nMenu:\n");

printf("1. Process Related\n");

printf("2. Communication Related\n");

printf("3. File Related\n");

printf("4. Information Related\n");

printf("5. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch(choice) {

case 1:

process\_related();

break;

case 2:

communication\_related();

break;

case 3:

file\_related();

break;

case 4:

info\_related();

break;

case 5:

printf("Exiting...\n");

exit(0);

default:

printf("Invalid choice.\n");

break;

}

}

return 0;

}

3. Implement multithreading for Matrix Operations using Pthreads

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

// Define the dimensions of the matrices

#define M 3

#define N 3

#define P 3

// Matrices

int A[M][N];

int B[N][P];

int C[M][P];

// Structure to pass data to threads

typedef struct {

int row;

int col;

} thread\_data\_t;

// Thread function to perform matrix multiplication for a specific element

void\* multiply(void\* arg) {

thread\_data\_t\* data = (thread\_data\_t\*) arg;

int row = data->row;

int col = data->col;

C[row][col] = 0;

// Perform the matrix multiplication for a single element

for (int k = 0; k < N; k++) {

C[row][col] += A[row][k] \* B[k][col];

}

pthread\_exit(NULL);

}

int main() {

pthread\_t threads[M \* P];

thread\_data\_t thread\_data[M \* P];

// Initialize matrices A and B

printf("Matrix A:\n");

for (int i = 0; i < M; i++) {

for (int j = 0; j < N; j++) {

A[i][j] = rand() % 10;

printf("%d ", A[i][j]);

}

printf("\n");

}

printf("\nMatrix B:\n");

for (int i = 0; i < N; i++) {

for (int j = 0; j < P; j++) {

B[i][j] = rand() % 10; // Random numbers between 0 and 9

printf("%d ", B[i][j]);

}

printf("\n");

}

int thread\_idx = 0;

for (int i = 0; i < M; i++) {

for (int j = 0; j < P; j++) {

thread\_data[thread\_idx].row = i;

thread\_data[thread\_idx].col = j;

pthread\_create(&threads[thread\_idx], NULL, multiply, (void\*)&thread\_data[thread\_idx]);

thread\_idx++;

}

}

// Join all threads

for (int i = 0; i < M \* P; i++) {

pthread\_join(threads[i], NULL);

}

// Display the result matrix C

printf("\nResultant Matrix C (A \* B):\n");

for (int i = 0; i < M; i++) {

for (int j = 0; j < P; j++) {

printf("%d ", C[i][j]);

}

printf("\n");

}

return 0;

}

.

4. Implementation of Classical problems (reader writer) using Threads and Mutex

#include <pthread.h>

#include <stdio.h>

#include <stdlib.h>

// Shared data and synchronization variables

int shared\_data = 0;

int reader\_count = 0;

pthread\_mutex\_t resource\_mutex; // Mutex for exclusive access to shared data

pthread\_mutex\_t reader\_count\_mutex; // Mutex for protecting reader count

int max\_operations = 5; // Number of iterations for readers and writers

// Reader function

void\* reader(void\* arg) {

int reader\_id = \*((int\*)arg);

free(arg);

int read\_count = 0;

while (read\_count < max\_operations) {

// Entry section for reader

pthread\_mutex\_lock(&reader\_count\_mutex);

reader\_count++;

if (reader\_count == 1) {

pthread\_mutex\_lock(&resource\_mutex); // First reader locks the resource

}

pthread\_mutex\_unlock(&reader\_count\_mutex);

// Reading section

printf("Reader %d is reading the shared data: %d\n", reader\_id, shared\_data);

// Exit section for reader

pthread\_mutex\_lock(&reader\_count\_mutex);

reader\_count--;

if (reader\_count == 0) {

pthread\_mutex\_unlock(&resource\_mutex); // Last reader unlocks the resource

}

pthread\_mutex\_unlock(&reader\_count\_mutex);

read\_count++; // Increment read count

}

return NULL;

}

// Writer function

void\* writer(void\* arg) {

int writer\_id = \*((int\*)arg);

free(arg);

int write\_count = 0;

while (write\_count < max\_operations) {

pthread\_mutex\_lock(&resource\_mutex); // Writer locks the resource

shared\_data++;

printf("Writer %d updated shared data to: %d\n", writer\_id, shared\_data);

pthread\_mutex\_unlock(&resource\_mutex); // Writer releases the resource

write\_count++; // Increment write count

}

return NULL;

}

int main() {

pthread\_t readers[5], writers[2];

pthread\_mutex\_init(&resource\_mutex, NULL);

pthread\_mutex\_init(&reader\_count\_mutex, NULL);

// Create reader threads

for (int i = 0; i < 5; i++) {

int\* id = malloc(sizeof(int));

\*id = i + 1;

pthread\_create(&readers[i], NULL, reader, id);

}

// Create writer threads

for (int i = 0; i < 2; i++) {

int\* id = malloc(sizeof(int));

\*id = i + 1;

pthread\_create(&writers[i], NULL, writer, id);

}

// Wait for threads to complete

for (int i = 0; i < 5; i++) {

pthread\_join(readers[i], NULL);

}

for (int i = 0; i < 2; i++) {

pthread\_join(writers[i], NULL);

}

// Destroy mutexes

pthread\_mutex\_destroy(&resource\_mutex);

pthread\_mutex\_destroy(&reader\_count\_mutex);

return 0;

}

5. Implementation of Classical problems( producer consumer) using Threads and Mutex

#include <pthread.h>

#include <stdio.h>

#include <stdlib.h>

#define BUFFER\_SIZE 5

int buffer[BUFFER\_SIZE];

int count = 0;

pthread\_mutex\_t mutex;

pthread\_cond\_t not\_full, not\_empty;

void\* producer(void\* arg) {

int item;

for (int i = 0; i < 10; i++) {

item = rand() % 100;

pthread\_mutex\_lock(&mutex);

while (count == BUFFER\_SIZE)

pthread\_cond\_wait(&not\_full, &mutex);

buffer[count++] = item;

printf("Producer produced: %d\n", item);

pthread\_cond\_signal(&not\_empty);

pthread\_mutex\_unlock(&mutex);

// Removed sleep(1); // No sleep for faster execution

}

return NULL;

}

void\* consumer(void\* arg) {

int item;

for (int i = 0; i < 10; i++) {

pthread\_mutex\_lock(&mutex);

while (count == 0)

pthread\_cond\_wait(&not\_empty, &mutex);

item = buffer[--count];

printf("Consumer consumed: %d\n", item);

pthread\_cond\_signal(&not\_full);

pthread\_mutex\_unlock(&mutex);

// Removed sleep(1); // No sleep for faster execution

}

return NULL;

}

int main() {

pthread\_t prod\_thread, cons\_thread;

pthread\_mutex\_init(&mutex, NULL);

pthread\_cond\_init(&not\_full, NULL);

pthread\_cond\_init(&not\_empty, NULL);

pthread\_create(&prod\_thread, NULL, producer, NULL);

pthread\_create(&cons\_thread, NULL, consumer, NULL);

pthread\_join(prod\_thread, NULL);

pthread\_join(cons\_thread, NULL);

pthread\_mutex\_destroy(&mutex);

pthread\_cond\_destroy(&not\_full);

pthread\_cond\_destroy(&not\_empty);

return 0;

}

6. Implementation of Classical problems (reader writer) using Threads and Semaphore. .(reader writer, producer consumer, dining philosopher)

uu

7. Implementation of Classical problems (producer consumer,) using Threads and Semaphore.

import java.util.LinkedList;

import java.util.concurrent.Semaphore;

class ProducerConsumer {

private final LinkedList<Integer> buffer = new LinkedList<>();

private final int capacity = 5; // Size of the buffer

private final Semaphore mutex; // Mutual exclusion for buffer access

private final Semaphore empty; // Semaphore to count empty slots in buffer

private final Semaphore full; // Semaphore to count full slots in buffer

public ProducerConsumer() {

mutex = new Semaphore(1); // Binary semaphore for mutual exclusion

empty = new Semaphore(capacity); // Counting semaphore for empty slots

full = new Semaphore(0); // Counting semaphore for full slots

}

// Producer class

class Producer implements Runnable {

@Override

public void run() {

int item = 0; // Item to be produced

while (true) {

try {

empty.acquire(); // Wait if buffer is full

mutex.acquire(); // Protect buffer access

// Critical Section for Producer (Inserting item)

buffer.add(item);

System.out.println("Produced: " + item);

item++; // Increment item to produce new one

mutex.release(); // Release buffer access

full.release(); // Signal that there's a full slot now

// Simulate production time

Thread.sleep(1000);

} catch (InterruptedException e) {

System.out.println(e.getMessage());

}

}

}

}

// Consumer class

class Consumer implements Runnable {

@Override

public void run() {

while (true) {

try {

full.acquire(); // Wait if buffer is empty

mutex.acquire(); // Protect buffer access

// Critical Section for Consumer (Removing item)

int item = buffer.removeFirst();

System.out.println("Consumed: " + item);

mutex.release(); // Release buffer access

empty.release(); // Signal that there's an empty slot now

// Simulate consumption time

Thread.sleep(1500);

} catch (InterruptedException e) {

System.out.println(e.getMessage());

}

}

}

}

public static void main(String[] args) {

ProducerConsumer pc = new ProducerConsumer();

// Creating producer and consumer threads

Thread producer1 = new Thread(pc.new Producer());

Thread producer2 = new Thread(pc.new Producer());

Thread producer3 = new Thread(pc.new Producer());

Thread consumer1 = new Thread(pc.new Consumer());

Thread consumer2 = new Thread(pc.new Consumer());

// Start threads

producer1.start();

producer2.start();

producer3.start();

consumer1.start();

consumer2.start();

}

}

8. Implementation of Classical problems (dining philosopher) using Threads and Semaphore.

#include <pthread.h>

#include <semaphore.h>

#include <stdio.h>

#include <unistd.h>

#define N 5

sem\_t forks[N];

void \*philosopher(void \*arg) {

int id = \*((int \*)arg);

for (int i = 0; i < 3; i++) {

printf("Philosopher %d is thinking.\n", id);

usleep(100000);

sem\_wait(&forks[id]);

sem\_wait(&forks[(id + 1) % N]);

printf("Philosopher %d is eating.\n", id);

usleep(100000);

sem\_post(&forks[id]);

sem\_post(&forks[(id + 1) % N]);

printf("Philosopher %d finished eating.\n", id);

usleep(100000);

}

return NULL;

}

int main() {

pthread\_t philosophers[N];

int ids[N];

for (int i = 0; i < N; i++)

sem\_init(&forks[i], 0, 1);

for (int i = 0; i < N; i++) {

ids[i] = i;

pthread\_create(&philosophers[i], NULL, philosopher, &ids[i]);

}

for (int i = 0; i < N; i++)

pthread\_join(philosophers[i], NULL);

for (int i = 0; i < N; i++)

sem\_destroy(&forks[i]);

return 0;

}

9. Write a program to compute the finish time, turnaround time and waiting time for the First come First serve

#include <stdio.h>

struct Process {

int pid; // Process ID

int arrivalTime;

int burstTime;

int finishTime;

int turnAroundTime;

int waitingTime;

};

void calculateTimes(struct Process processes[], int n) {

int currentTime = 0;

for (int i = 0; i < n; i++) {

// If the process arrives after the current time, update the current time to the arrival time of the process

if (currentTime < processes[i].arrivalTime) {

currentTime = processes[i].arrivalTime;

}

// Finish time is the current time plus the burst time

processes[i].finishTime = currentTime + processes[i].burstTime;

// Turnaround time is finish time minus arrival time

processes[i].turnAroundTime = processes[i].finishTime - processes[i].arrivalTime;

// Waiting time is turnaround time minus burst time

processes[i].waitingTime = processes[i].turnAroundTime - processes[i].burstTime;

// Update current time to finish time of the current process

currentTime = processes[i].finishTime;

}

}

void displayResults(struct Process processes[], int n) {

printf("PID\tArrival\tBurst\tFinish\tTurnaround\tWaiting\n");

for (int i = 0; i < n; i++) {

printf("%d\t%d\t%d\t%d\t%d\t\t%d\n",

processes[i].pid,

processes[i].arrivalTime,

processes[i].burstTime,

processes[i].finishTime,

processes[i].turnAroundTime,

processes[i].waitingTime);

}

float totalTurnAroundTime = 0, totalWaitingTime = 0;

for (int i = 0; i < n; i++) {

totalTurnAroundTime += processes[i].turnAroundTime;

totalWaitingTime += processes[i].waitingTime;

}

printf("Average Turnaround Time: %.2f\n", totalTurnAroundTime / n);

printf("Average Waiting Time: %.2f\n", totalWaitingTime / n);

}

int main() {

int n;

printf("Enter the number of processes: ");

scanf("%d", &n);

struct Process processes[n];

for (int i = 0; i < n; i++) {

processes[i].pid = i + 1;

printf("Enter arrival time and burst time for process %d: ", processes[i].pid);

scanf("%d %d", &processes[i].arrivalTime, &processes[i].burstTime);

}

// Sort processes by arrival time (FCFS scheduling)

for (int i = 0; i < n - 1; i++) {

for (int j = i + 1; j < n; j++) {

if (processes[i].arrivalTime > processes[j].arrivalTime) {

struct Process temp = processes[i];

processes[i] = processes[j];

processes[j] = temp;

}

}

}

calculateTimes(processes, n);

displayResults(processes, n);

return 0;

}

10. Write a program to compute the finish time, turnaround time and waiting time for the

Shortest Job First (Preemptive and Non Preemptive)

#include <stdio.h>

#include <stdbool.h>

struct Process {

int pid; // Process ID

int arrivalTime;

int burstTime;

int remainingTime; // For preemptive SJF

int finishTime;

int turnAroundTime;

int waitingTime;

bool isCompleted;

};

// Function for Non-Preemptive SJF

void sjfNonPreemptive(struct Process processes[], int n) {

int currentTime = 0, completed = 0;

while (completed < n) {

int minIndex = -1;

int minBurstTime = 1e9;

// Select the process with the smallest burst time that has arrived

for (int i = 0; i < n; i++) {

if (!processes[i].isCompleted && processes[i].arrivalTime <= currentTime &&

processes[i].burstTime < minBurstTime) {

minBurstTime = processes[i].burstTime;

minIndex = i;

}

}

if (minIndex == -1) {

currentTime++;

} else {

// Calculate the finish time, turnaround time, and waiting time

processes[minIndex].finishTime = currentTime + processes[minIndex].burstTime;

processes[minIndex].turnAroundTime = processes[minIndex].finishTime - processes[minIndex].arrivalTime;

processes[minIndex].waitingTime = processes[minIndex].turnAroundTime - processes[minIndex].burstTime;

processes[minIndex].isCompleted = true;

currentTime = processes[minIndex].finishTime;

completed++;

}

}

}

// Function for Preemptive SJF

void sjfPreemptive(struct Process processes[], int n) {

int currentTime = 0, completed = 0;

int minIndex = -1;

int minRemainingTime = 1e9;

while (completed < n) {

minIndex = -1;

minRemainingTime = 1e9;

// Select the process with the smallest remaining time that has arrived

for (int i = 0; i < n; i++) {

if (processes[i].arrivalTime <= currentTime && !processes[i].isCompleted &&

processes[i].remainingTime < minRemainingTime) {

minRemainingTime = processes[i].remainingTime;

minIndex = i;

}

}

if (minIndex != -1) {

processes[minIndex].remainingTime--;

currentTime++;

// If process is completed

if (processes[minIndex].remainingTime == 0) {

processes[minIndex].finishTime = currentTime;

processes[minIndex].turnAroundTime = processes[minIndex].finishTime - processes[minIndex].arrivalTime;

processes[minIndex].waitingTime = processes[minIndex].turnAroundTime - processes[minIndex].burstTime;

processes[minIndex].isCompleted = true;

completed++;

}

} else {

currentTime++;

}

}

}

void displayResults(struct Process processes[], int n) {

printf("PID\tArrival\tBurst\tFinish\tTurnaround\tWaiting\n");

for (int i = 0; i < n; i++) {

printf("%d\t%d\t%d\t%d\t%d\t\t%d\n",

processes[i].pid,

processes[i].arrivalTime,

processes[i].burstTime,

processes[i].finishTime,

processes[i].turnAroundTime,

processes[i].waitingTime);

}

float totalTurnAroundTime = 0, totalWaitingTime = 0;

for (int i = 0; i < n; i++) {

totalTurnAroundTime += processes[i].turnAroundTime;

totalWaitingTime += processes[i].waitingTime;

}

printf("Average Turnaround Time: %.2f\n", totalTurnAroundTime / n);

printf("Average Waiting Time: %.2f\n", totalWaitingTime / n);

}

int main() {

int n, choice;

printf("Enter the number of processes: ");

scanf("%d", &n);

struct Process processes[n];

for (int i = 0; i < n; i++) {

processes[i].pid = i + 1;

printf("Enter arrival time and burst time for process %d: ", processes[i].pid);

scanf("%d %d", &processes[i].arrivalTime, &processes[i].burstTime);

processes[i].remainingTime = processes[i].burstTime;

processes[i].isCompleted = false;

}

printf("Choose Scheduling:\n1. Non-Preemptive SJF\n2. Preemptive SJF\n");

scanf("%d", &choice);

if (choice == 1) {

sjfNonPreemptive(processes, n);

} else if (choice == 2) {

sjfPreemptive(processes, n);

} else {

printf("Invalid choice!\n");

return 0;

}

displayResults(processes, n);

return 0;

}

11. Write a program to compute the finish time, turnaround time and waiting time for the

Priority (Preemptive and Non Preemptive)

#include <stdio.h>

#include <stdbool.h>

struct Process {

int pid; // Process ID

int arrivalTime;

int burstTime;

int remainingTime; // For preemptive scheduling

int priority;

int finishTime;

int turnAroundTime;

int waitingTime;

bool isCompleted;

};

// Function for Non-Preemptive Priority Scheduling

void priorityNonPreemptive(struct Process processes[], int n) {

int currentTime = 0, completed = 0;

while (completed < n) {

int minIndex = -1;

int highestPriority = 1e9;

// Select the process with the highest priority that has arrived

for (int i = 0; i < n; i++) {

if (!processes[i].isCompleted && processes[i].arrivalTime <= currentTime &&

processes[i].priority < highestPriority) {

highestPriority = processes[i].priority;

minIndex = i;

}

}

if (minIndex == -1) {

currentTime++;

} else {

// Calculate the finish time, turnaround time, and waiting time

processes[minIndex].finishTime = currentTime + processes[minIndex].burstTime;

processes[minIndex].turnAroundTime = processes[minIndex].finishTime - processes[minIndex].arrivalTime;

processes[minIndex].waitingTime = processes[minIndex].turnAroundTime - processes[minIndex].burstTime;

processes[minIndex].isCompleted = true;

currentTime = processes[minIndex].finishTime;

completed++;

}

}

}

// Function for Preemptive Priority Scheduling

void priorityPreemptive(struct Process processes[], int n) {

int currentTime = 0, completed = 0;

while (completed < n) {

int minIndex = -1;

int highestPriority = 1e9;

// Select the process with the highest priority that has arrived

for (int i = 0; i < n; i++) {

if (processes[i].arrivalTime <= currentTime && !processes[i].isCompleted &&

processes[i].priority < highestPriority) {

highestPriority = processes[i].priority;

minIndex = i;

}

}

if (minIndex != -1) {

// Process one unit of the burst time

processes[minIndex].remainingTime--;

currentTime++;

// If process is completed

if (processes[minIndex].remainingTime == 0) {

processes[minIndex].finishTime = currentTime;

processes[minIndex].turnAroundTime = processes[minIndex].finishTime - processes[minIndex].arrivalTime;

processes[minIndex].waitingTime = processes[minIndex].turnAroundTime - processes[minIndex].burstTime;

processes[minIndex].isCompleted = true;

completed++;

}

} else {

currentTime++;

}

}

}

void displayResults(struct Process processes[], int n) {

printf("PID\tArrival\tBurst\tPriority\tFinish\tTurnaround\tWaiting\n");

for (int i = 0; i < n; i++) {

printf("%d\t%d\t%d\t%d\t\t%d\t%d\t\t%d\n",

processes[i].pid,

processes[i].arrivalTime,

processes[i].burstTime,

processes[i].priority,

processes[i].finishTime,

processes[i].turnAroundTime,

processes[i].waitingTime);

}

float totalTurnAroundTime = 0, totalWaitingTime = 0;

for (int i = 0; i < n; i++) {

totalTurnAroundTime += processes[i].turnAroundTime;

totalWaitingTime += processes[i].waitingTime;

}

printf("Average Turnaround Time: %.2f\n", totalTurnAroundTime / n);

printf("Average Waiting Time: %.2f\n", totalWaitingTime / n);

}

int main() {

int n, choice;

printf("Enter the number of processes: ");

scanf("%d", &n);

struct Process processes[n];

for (int i = 0; i < n; i++) {

processes[i].pid = i + 1;

printf("Enter arrival time, burst time, and priority for process %d: ", processes[i].pid);

scanf("%d %d %d", &processes[i].arrivalTime, &processes[i].burstTime, &processes[i].priority);

processes[i].remainingTime = processes[i].burstTime;

processes[i].isCompleted = false;

}

printf("Choose Scheduling:\n1. Non-Preemptive Priority\n2. Preemptive Priority\n");

scanf("%d", &choice);

if (choice == 1) {

priorityNonPreemptive(processes, n);

} else if (choice == 2) {

priorityPreemptive(processes, n);

} else {

printf("Invalid choice!\n");

return 0;

}

displayResults(processes, n);

return 0;

}

12. Write a program to compute the finish time, turnaround time and waiting time for the

Round robin

#include <stdio.h>

struct Process {

int pid; // Process ID

int arrivalTime; // Arrival time

int burstTime; // Burst time

int remainingTime; // Remaining burst time

int finishTime; // Finish time

int turnAroundTime; // Turnaround time

int waitingTime; // Waiting time

};

void roundRobin(struct Process processes[], int n, int quantum) {

int currentTime = 0;

int completed = 0;

int timeQuantum = quantum;

while (completed < n) {

int done = 1;

for (int i = 0; i < n; i++) {

// Check if process has remaining time and has arrived

if (processes[i].remainingTime > 0 && processes[i].arrivalTime <= currentTime) {

done = 0;

// If remaining time is less than or equal to time quantum, process will finish

if (processes[i].remainingTime <= timeQuantum) {

currentTime += processes[i].remainingTime;

processes[i].finishTime = currentTime;

processes[i].turnAroundTime = processes[i].finishTime - processes[i].arrivalTime;

processes[i].waitingTime = processes[i].turnAroundTime - processes[i].burstTime;

processes[i].remainingTime = 0;

completed++;

} else {

// Process runs for the time quantum

processes[i].remainingTime -= timeQuantum;

currentTime += timeQuantum;

}

}

}

// If all processes are done

if (done) {

currentTime++;

}

}

}

void displayResults(struct Process processes[], int n) {

printf("PID\tArrival\tBurst\tFinish\tTurnaround\tWaiting\n");

for (int i = 0; i < n; i++) {

printf("%d\t%d\t%d\t%d\t%d\t\t%d\n",

processes[i].pid,

processes[i].arrivalTime,

processes[i].burstTime,

processes[i].finishTime,

processes[i].turnAroundTime,

processes[i].waitingTime);

}

float totalTurnAroundTime = 0, totalWaitingTime = 0;

for (int i = 0; i < n; i++) {

totalTurnAroundTime += processes[i].turnAroundTime;

totalWaitingTime += processes[i].waitingTime;

}

printf("Average Turnaround Time: %.2f\n", totalTurnAroundTime / n);

printf("Average Waiting Time: %.2f\n", totalWaitingTime / n);

}

int main() {

int n, quantum;

printf("Enter the number of processes: ");

scanf("%d", &n);

struct Process processes[n];

for (int i = 0; i < n; i++) {

processes[i].pid = i + 1;

printf("Enter arrival time and burst time for process %d: ", processes[i].pid);

scanf("%d %d", &processes[i].arrivalTime, &processes[i].burstTime);

processes[i].remainingTime = processes[i].burstTime;

}

printf("Enter the time quantum: ");

scanf("%d", &quantum);

roundRobin(processes, n, quantum);

displayResults(processes, n);

return 0;

}

13. Write a program to check whether given system is in safe state or not using Banker’s Deadlock Avoidance algorithm.

#include <stdio.h>

#include <stdbool.h>

#define MAX\_PROCESSES 10

#define MAX\_RESOURCES 10

int processes, resources;

int available[MAX\_RESOURCES];

int max[MAX\_PROCESSES][MAX\_RESOURCES];

int allocation[MAX\_PROCESSES][MAX\_RESOURCES];

int need[MAX\_PROCESSES][MAX\_RESOURCES];

void calculateNeed() {

for (int i = 0; i < processes; i++) {

for (int j = 0; j < resources; j++) {

need[i][j] = max[i][j] - allocation[i][j];

}

}

}

bool isSafeState() {

int work[MAX\_RESOURCES];

bool finish[MAX\_PROCESSES] = {false};

int safeSequence[MAX\_PROCESSES];

int count = 0;

// Initialize work as a copy of available resources

for (int i = 0; i < resources; i++) {

work[i] = available[i];

}

while (count < processes) {

bool found = false;

for (int i = 0; i < processes; i++) {

if (!finish[i]) {

bool canAllocate = true;

for (int j = 0; j < resources; j++) {

if (need[i][j] > work[j]) {

canAllocate = false;

break;

}

}

if (canAllocate) {

for (int k = 0; k < resources; k++) {

work[k] += allocation[i][k];

}

safeSequence[count++] = i;

finish[i] = true;

found = true;

}

}

}

if (!found) {

printf("System is not in a safe state.\n");

return false;

}

}

printf("System is in a safe state.\nSafe sequence is: ");

for (int i = 0; i < processes; i++) {

printf("P%d ", safeSequence[i]);

}

printf("\n");

return true;

}

int main() {

printf("Enter the number of processes: ");

scanf("%d", &processes);

printf("Enter the number of resources: ");

scanf("%d", &resources);

printf("Enter the available resources:\n");

for (int i = 0; i < resources; i++) {

scanf("%d", &available[i]);

}

printf("Enter the maximum resource matrix:\n");

for (int i = 0; i < processes; i++) {

for (int j = 0; j < resources; j++) {

scanf("%d", &max[i][j]);

}

}

printf("Enter the allocation matrix:\n");

for (int i = 0; i < processes; i++) {

for (int j = 0; j < resources; j++) {

scanf("%d", &allocation[i][j]);

}

}

calculateNeed();

isSafeState();

return 0;

}

14. Write a program for Deadlock detection algorithm

#include <stdio.h>

#include <stdbool.h>

#define MAX\_PROCESSES 10

#define MAX\_RESOURCES 10

int processes, resources;

int available[MAX\_RESOURCES];

int allocation[MAX\_PROCESSES][MAX\_RESOURCES];

int request[MAX\_PROCESSES][MAX\_RESOURCES];

void deadlockDetection() {

bool finish[MAX\_PROCESSES] = {false};

int work[MAX\_RESOURCES];

// Initialize work as a copy of available resources

for (int i = 0; i < resources; i++) {

work[i] = available[i];

}

bool deadlock = false;

int deadlockedProcesses[MAX\_PROCESSES];

int deadlockedCount = 0;

for (int count = 0; count < processes; count++) {

bool found = false;

for (int i = 0; i < processes; i++) {

if (!finish[i]) {

bool canProceed = true;

// Check if the process's request can be satisfied

for (int j = 0; j < resources; j++) {

if (request[i][j] > work[j]) {

canProceed = false;

break;

}

}

// If the request can be satisfied, allocate resources temporarily

if (canProceed) {

for (int j = 0; j < resources; j++) {

work[j] += allocation[i][j];

}

finish[i] = true;

found = true;

}

}

}

// If no process could proceed in this round, break out

if (!found) {

break;

}

}

// Check for processes still marked as unfinished

for (int i = 0; i < processes; i++) {

if (!finish[i]) {

deadlockedProcesses[deadlockedCount++] = i;

deadlock = true;

}

}

if (deadlock) {

printf("System is in a deadlock state.\n");

printf("Deadlocked processes: ");

for (int i = 0; i < deadlockedCount; i++) {

printf("P%d ", deadlockedProcesses[i]);

}

printf("\n");

} else {

printf("System is not in a deadlock state.\n");

}

}

int main() {

printf("Enter the number of processes: ");

scanf("%d", &processes);

printf("Enter the number of resources: ");

scanf("%d", &resources);

printf("Enter the available resources:\n");

for (int i = 0; i < resources; i++) {

scanf("%d", &available[i]);

}

printf("Enter the allocation matrix:\n");

for (int i = 0; i < processes; i++) {

for (int j = 0; j < resources; j++) {

scanf("%d", &allocation[i][j]);

}

}

printf("Enter the request matrix:\n");

for (int i = 0; i < processes; i++) {

for (int j = 0; j < resources; j++) {

scanf("%d", &request[i][j]);

}

}

deadlockDetection();

return 0;

}

15. Write a program to calculate the number of page faults for a reference string for the FIFO page replacement algorithms:

#include <stdio.h>

#define MAX\_FRAMES 10

int isPageInFrames(int frames[], int frameCount, int page) {

for (int i = 0; i < frameCount; i++) {

if (frames[i] == page) {

return 1; // Page found in frames

}

}

return 0; // Page not found

}

int main() {

int frameCount, pageCount;

int pageFaults = 0;

int nextFrameToReplace = 0; // To keep track of which frame to replace next

// Input: Number of frames and number of pages in the reference string

printf("Enter the number of frames: ");

scanf("%d", &frameCount);

printf("Enter the number of pages in the reference string: ");

scanf("%d", &pageCount);

int pages[pageCount];

printf("Enter the reference string (space-separated): ");

for (int i = 0; i < pageCount; i++) {

scanf("%d", &pages[i]);

}

int frames[MAX\_FRAMES];

for (int i = 0; i < frameCount; i++) {

frames[i] = -1; // Initialize frames as empty

}

// Processing each page in the reference string

for (int i = 0; i < pageCount; i++) {

int currentPage = pages[i];

// Check if the current page is already in the frames

if (!isPageInFrames(frames, frameCount, currentPage)) {

// Page fault occurs as the page is not in frames

frames[nextFrameToReplace] = currentPage; // Replace the page at nextFrameToReplace

pageFaults++; // Increment page faults

nextFrameToReplace = (nextFrameToReplace + 1) % frameCount; // Move to the next frame

}

}

printf("\nTotal Page Faults: %d\n", pageFaults);

return 0;

}

Output:-

![](data:image/png;base64,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)

16. Write a program to calculate the number of page faults for a reference string for the LRU page replacement algorithms:

#include <stdio.h>

#define MAX\_FRAMES 10

int findLRU(int frames[], int time[], int frameCount) {

int min = time[0], minIndex = 0;

for (int i = 1; i < frameCount; i++) {

if (time[i] < min) {

min = time[i];

minIndex = i;

}

}

return minIndex; // Return the index of the LRU page

}

int isPageInFrames(int frames[], int frameCount, int page) {

for (int i = 0; i < frameCount; i++) {

if (frames[i] == page) {

return 1; // Page found in frames

}

}

return 0; // Page not found

}

int main() {

int frameCount, pageCount;

int pageFaults = 0;

// Input: Number of frames and number of pages in the reference string

printf("Enter the number of frames: ");

scanf("%d", &frameCount);

printf("Enter the number of pages in the reference string: ");

scanf("%d", &pageCount);

int pages[pageCount];

printf("Enter the reference string (space-separated): ");

for (int i = 0; i < pageCount; i++) {

scanf("%d", &pages[i]);

}

int frames[MAX\_FRAMES];

int time[MAX\_FRAMES]; // Array to keep track of the last used time of each frame

for (int i = 0; i < frameCount; i++) {

frames[i] = -1; // Initialize frames as empty

time[i] = 0; // Initialize the last used time

}

// Processing each page in the reference string

for (int i = 0; i < pageCount; i++) {

int currentPage = pages[i];

// Check if the current page is already in the frames

if (!isPageInFrames(frames, frameCount, currentPage)) {

// Page fault occurs as the page is not in frames

int lruIndex = findLRU(frames, time, frameCount); // Find the index of the LRU page

frames[lruIndex] = currentPage; // Replace the LRU page with the current page

pageFaults++; // Increment page faults

}

// Update the time of the current page

for (int j = 0; j < frameCount; j++) {

if (frames[j] == currentPage) {

time[j] = i; // Update the last used time for the current page

break;

}

}

}

printf("\nTotal Page Faults: %d\n", pageFaults);

return 0;

}

17. Write a program to calculate the number of page faults for a reference string for the Optimal page replacement algorithms:

#include <stdio.h>

#define MAX\_FRAMES 10

int findOptimal(int frames[], int frameCount, int pages[], int pageCount, int currentIndex) {

int farthest = currentIndex, indexToReplace = -1;

for (int i = 0; i < frameCount; i++) {

int j;

for (j = currentIndex; j < pageCount; j++) {

if (frames[i] == pages[j]) {

if (j > farthest) {

farthest = j;

indexToReplace = i;

}

break;

}

}

// If the frame is never going to be used again

if (j == pageCount) {

return i; // Replace this frame

}

}

// If all pages are used in the future, replace the one that is used the farthest in the future

return (indexToReplace != -1) ? indexToReplace : 0;

}

int isPageInFrames(int frames[], int frameCount, int page) {

for (int i = 0; i < frameCount; i++) {

if (frames[i] == page) {

return 1; // Page found in frames

}

}

return 0; // Page not found

}

int main() {

int frameCount, pageCount;

int pageFaults = 0;

// Input: Number of frames and number of pages in the reference string

printf("Enter the number of frames: ");

scanf("%d", &frameCount);

printf("Enter the number of pages in the reference string: ");

scanf("%d", &pageCount);

int pages[pageCount];

printf("Enter the reference string (space-separated): ");

for (int i = 0; i < pageCount; i++) {

scanf("%d", &pages[i]);

}

int frames[MAX\_FRAMES];

for (int i = 0; i < frameCount; i++) {

frames[i] = -1; // Initialize frames as empty

}

// Processing each page in the reference string

for (int i = 0; i < pageCount; i++) {

int currentPage = pages[i];

// Check if the current page is already in the frames

if (!isPageInFrames(frames, frameCount, currentPage)) {

// Page fault occurs as the page is not in frames

int indexToReplace = findOptimal(frames, frameCount, pages, pageCount, i); // Find the optimal frame to replace

frames[indexToReplace] = currentPage; // Replace the optimal frame with the current page

pageFaults++; // Increment page faults

}

}

printf("\nTotal Page Faults: %d\n", pageFaults);

return 0;

}

18. Write a program to simulate FCFS disk scheduling. Calculate total seek time.Print accepted input and output in tabular format

#include <stdio.h>

#include <stdlib.h>

void FCFS(int head, int requests[], int n) {

int total\_seek\_time = 0;

int current\_position = head;

printf("\nFCFS Disk Scheduling\n");

printf("Initial Head Position: %d\n", head);

printf("\nRequest\tCurrent Head Position\tSeek Time\n");

printf("-------\t----------------------\t---------\n");

for (int i = 0; i < n; i++) {

int seek\_time = abs(requests[i] - current\_position);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", requests[i], current\_position, seek\_time);

current\_position = requests[i];

}

printf("\nTotal Seek Time: %d\n", total\_seek\_time);

}

int main() {

int n, head;

// Input number of requests

printf("Enter the number of disk requests: ");

scanf("%d", &n);

int requests[n];

// Input the disk requests

printf("Enter the disk requests:\n");

for (int i = 0; i < n; i++) {

printf("Request %d: ", i + 1);

scanf("%d", &requests[i]);

}

// Input initial head position

printf("Enter the initial head position: ");

scanf("%d", &head);

// Call the FCFS function to calculate seek time

FCFS(head, requests, n);

return 0;

}

19. Write a program to simulate SSTF disk scheduling. Calculate total seek time.Print accepted input and output in tabular format

#include <stdio.h>

#include <stdlib.h>

void SSTF(int head, int requests[], int n) {

int total\_seek\_time = 0;

int completed[n]; // Array to track completed requests

for (int i = 0; i < n; i++) completed[i] = 0; // Mark all requests as incomplete initially

printf("\nSSTF Disk Scheduling\n");

printf("Initial Head Position: %d\n", head);

printf("\nRequest\tCurrent Head Position\tSeek Time\n");

printf("-------\t----------------------\t---------\n");

for (int i = 0; i < n; i++) {

int closest = -1;

int min\_seek\_time = 9999;

// Find the closest request

for (int j = 0; j < n; j++) {

if (!completed[j]) { // Only consider uncompleted requests

int seek\_time = abs(requests[j] - head);

if (seek\_time < min\_seek\_time) {

min\_seek\_time = seek\_time;

closest = j;

}

}

}

// Move the head to the closest request

int seek\_time = abs(requests[closest] - head);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", requests[closest], head, seek\_time);

head = requests[closest];

completed[closest] = 1; // Mark this request as completed

}

printf("\nTotal Seek Time: %d\n", total\_seek\_time);

}

int main() {

int n, head;

// Input number of requests

printf("Enter the number of disk requests: ");

scanf("%d", &n);

int requests[n];

// Input the disk requests

printf("Enter the disk requests:\n");

for (int i = 0; i < n; i++) {

printf("Request %d: ", i + 1);

scanf("%d", &requests[i]);

}

// Input initial head position

printf("Enter the initial head position: ");

scanf("%d", &head);

// Call the SSTF function to calculate seek time

SSTF(head, requests, n);

return 0;

}

20. Write a program to simulate SCAN disk scheduling. Calculate total seek time.Print accepted input and output in tabular format

#include <stdio.h>

#include <stdlib.h>

void SCAN(int head, int requests[], int n, int disk\_size, int direction) {

int total\_seek\_time = 0;

int temp, i, j;

// Sort the request array

for (i = 0; i < n - 1; i++) {

for (j = 0; j < n - i - 1; j++) {

if (requests[j] > requests[j + 1]) {

temp = requests[j];

requests[j] = requests[j + 1];

requests[j + 1] = temp;

}

}

}

// Find the position of the head in the sorted request array

int pos = 0;

for (i = 0; i < n; i++) {

if (head < requests[i]) {

pos = i;

break;

}

}

printf("\nSCAN Disk Scheduling\n");

printf("Initial Head Position: %d\n", head);

printf("Direction: %s\n", direction == 1 ? "Right" : "Left");

printf("\nRequest\tCurrent Head Position\tSeek Time\n");

printf("-------\t----------------------\t---------\n");

// Serve requests based on the direction

if (direction == 1) { // Moving towards the right

for (i = pos; i < n; i++) {

int seek\_time = abs(requests[i] - head);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", requests[i], head, seek\_time);

head = requests[i];

}

// Go to the end of the disk if necessary

if (head != disk\_size - 1) {

int seek\_time = abs((disk\_size - 1) - head);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", disk\_size - 1, head, seek\_time);

head = disk\_size - 1;

}

// Reverse direction and continue serving requests to the left

for (i = pos - 1; i >= 0; i--) {

int seek\_time = abs(requests[i] - head);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", requests[i], head, seek\_time);

head = requests[i];

}

} else { // Moving towards the left

for (i = pos - 1; i >= 0; i--) {

int seek\_time = abs(requests[i] - head);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", requests[i], head, seek\_time);

head = requests[i];

}

// Go to the start of the disk if necessary

if (head != 0) {

int seek\_time = abs(head - 0);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", 0, head, seek\_time);

head = 0;

}

// Reverse direction and continue serving requests to the right

for (i = pos; i < n; i++) {

int seek\_time = abs(requests[i] - head);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", requests[i], head, seek\_time);

head = requests[i];

}

}

printf("\nTotal Seek Time: %d\n", total\_seek\_time);

}

int main() {

int n, head, disk\_size, direction;

// Input number of requests

printf("Enter the number of disk requests: ");

scanf("%d", &n);

int requests[n];

// Input the disk requests

printf("Enter the disk requests:\n");

for (int i = 0; i < n; i++) {

printf("Request %d: ", i + 1);

scanf("%d", &requests[i]);

}

// Input initial head position

printf("Enter the initial head position: ");

scanf("%d", &head);

// Input the size of the disk

printf("Enter the disk size: ");

scanf("%d", &disk\_size);

// Input direction (1 for right, 0 for left)

printf("Enter the initial direction (1 for right, 0 for left): ");

scanf("%d", &direction);

// Call the SCAN function to calculate seek time

SCAN(head, requests, n, disk\_size, direction);

return 0;

}

21. Write a program to simulate C-SCAN disk scheduling. Calculate total seek time.Print accepted input and output in tabular format

#include <stdio.h>

#include <stdlib.h>

void CSCAN(int head, int requests[], int n, int disk\_size) {

int total\_seek\_time = 0;

int temp, i, j;

// Sort the request array

for (i = 0; i < n - 1; i++) {

for (j = 0; j < n - i - 1; j++) {

if (requests[j] > requests[j + 1]) {

temp = requests[j];

requests[j] = requests[j + 1];

requests[j + 1] = temp;

}

}

}

// Find the position of the head in the sorted request array

int pos = 0;

for (i = 0; i < n; i++) {

if (head < requests[i]) {

pos = i;

break;

}

}

printf("\nC-SCAN Disk Scheduling\n");

printf("Initial Head Position: %d\n", head);

printf("\nRequest\tCurrent Head Position\tSeek Time\n");

printf("-------\t----------------------\t---------\n");

// Move towards the end of the disk serving requests on the right

for (i = pos; i < n; i++) {

int seek\_time = abs(requests[i] - head);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", requests[i], head, seek\_time);

head = requests[i];

}

// Jump to the beginning of the disk

if (head != disk\_size - 1) {

int seek\_time = abs((disk\_size - 1) - head);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", disk\_size - 1, head, seek\_time);

head = 0; // Jump to 0 (beginning of the disk)

printf("%d\t\t%d\t\t\t%d\n", 0, disk\_size - 1, head);

}

// Continue serving requests from the start to the head position

for (i = 0; i < pos; i++) {

int seek\_time = abs(requests[i] - head);

total\_seek\_time += seek\_time;

printf("%d\t\t%d\t\t\t%d\n", requests[i], head, seek\_time);

head = requests[i];

}

printf("\nTotal Seek Time: %d\n", total\_seek\_time);

}

int main() {

int n, head, disk\_size;

// Input number of requests

printf("Enter the number of disk requests: ");

scanf("%d", &n);

int requests[n];

// Input the disk requests

printf("Enter the disk requests:\n");

for (int i = 0; i < n; i++) {

printf("Request %d: ", i + 1);

scanf("%d", &requests[i]);

}

// Input initial head position

printf("Enter the initial head position: ");

scanf("%d", &head);

// Input the size of the disk

printf("Enter the disk size: ");

scanf("%d", &disk\_size);

// Call the CSCAN function to calculate seek time

CSCAN(head, requests, n, disk\_size);

return 0;

}

22. Write a program for following 1) zombie process 2),orphan processes 3)sum of even numbers of an array in parent and odd numbers of an array in child process

#include <stdio.h>

#include <stdlib.h>

#include <sys/types.h>

#include <sys/wait.h>

#include <unistd.h>

void create\_zombie\_process() {

pid\_t pid = fork();

if (pid > 0) {

printf("Parent process (PID: %d) created a zombie process (PID: %d)\n", getpid(), pid);

sleep(5); // Wait to keep the child as a zombie for a while

} else if (pid == 0) {

printf("Child process (PID: %d) exiting to become a zombie\n", getpid());

exit(0); // Child exits immediately, making it a zombie

} else {

perror("Fork failed for zombie process");

}

}

void create\_orphan\_process() {

pid\_t pid = fork();

if (pid > 0) {

printf("Parent process (PID: %d) exiting, creating an orphan process\n", getpid());

exit(0); // Parent exits, making the child an orphan

} else if (pid == 0) {

sleep(5); // Keep the child alive to observe orphan status

printf("Orphan child process (PID: %d) now adopted by init process (PPID: %d)\n", getpid(), getppid());

} else {

perror("Fork failed for orphan process");

}

}

void calculate\_even\_odd\_sum(int arr[], int n) {

pid\_t pid = fork();

if (pid > 0) { // Parent process calculates the sum of even numbers

int even\_sum = 0;

for (int i = 0; i < n; i++) {

if (arr[i] % 2 == 0) {

even\_sum += arr[i];

}

}

wait(NULL); // Wait for child to finish

printf("Parent process (PID: %d) - Sum of even numbers: %d\n", getpid(), even\_sum);

} else if (pid == 0) { // Child process calculates the sum of odd numbers

int odd\_sum = 0;

for (int i = 0; i < n; i++) {

if (arr[i] % 2 != 0) {

odd\_sum += arr[i];

}

}

printf("Child process (PID: %d) - Sum of odd numbers: %d\n", getpid(), odd\_sum);

exit(0); // Exit child process

} else {

perror("Fork failed for even-odd sum calculation");

}

}

int main() {

int arr[] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

int n = sizeof(arr) / sizeof(arr[0]);

// Task 1: Create a zombie process

create\_zombie\_process();

sleep(6); // Wait for zombie to be cleared

// Task 2: Create an orphan process

create\_orphan\_process();

sleep(6); // Wait to observe orphan process

// Task 3: Calculate sum of even and odd numbers using parent and child process

calculate\_even\_odd\_sum(arr, n);

return 0;

}

23. Write a shell script to perform following operations on student database.  
 a) Insert b) Delete c)Update d)Search

**#!/bin/bash**

**# File to store student records**

**DB\_FILE="students.txt"**

**# Function to display menu**

**show\_menu() {**

**echo "Choose an operation:"**

**echo "1) Insert"**

**echo "2) Delete"**

**echo "3) Update"**

**echo "4) Search"**

**echo "5) Exit"**

**}**

**# Function to insert a new student record**

**insert\_student() {**

**read -p "Enter Student ID: " id**

**read -p "Enter Student Name: " name**

**read -p "Enter Student Age: " age**

**read -p "Enter Student Grade: " grade**

**echo "$id|$name|$age|$grade" >> $DB\_FILE**

**echo "Student record inserted successfully."**

**}**

**# Function to delete a student record by ID**

**delete\_student() {**

**read -p "Enter Student ID to delete: " id**

**grep -v "^$id|" $DB\_FILE > temp.txt && mv temp.txt $DB\_FILE**

**echo "Student record deleted if ID was found."**

**}**

**# Function to update a student record by ID**

**update\_student() {**

**read -p "Enter Student ID to update: " id**

**if grep -q "^$id|" $DB\_FILE; then**

**grep -v "^$id|" $DB\_FILE > temp.txt**

**mv temp.txt $DB\_FILE**

**read -p "Enter new Name: " name**

**read -p "Enter new Age: " age**

**read -p "Enter new Grade: " grade**

**echo "$id|$name|$age|$grade" >> $DB\_FILE**

**echo "Student record updated successfully."**

**else**

**echo "Student ID not found."**

**fi**

**}**

**# Function to search for a student record by ID**

**search\_student() {**

**read -p "Enter Student ID to search: " id**

**grep "^$id|" $DB\_FILE && echo "Record found." || echo "Record not found."**

**}**

**# Main script loop**

**while true; do**

**show\_menu**

**read -p "Enter your choice: " choice**

**case $choice in**

**1) insert\_student ;;**

**2) delete\_student ;;**

**3) update\_student ;;**

**4) search\_student ;;**

**5) exit 0 ;;**

**\*) echo "Invalid choice, please try again." ;;**

**esac**

**done**

24. Write a program to read and copy the contents of file character by character, line by line.

**#!/bin/bash**

**# Input and output file names**

**read -p "Enter the source file name: " source\_file**

**read -p "Enter the destination file name: " destination\_file**

**# Check if the source file exists**

**if [ ! -f "$source\_file" ]; then**

**echo "Source file does not exist."**

**exit 1**

**fi**

**# Copy contents character by character**

**echo "Copying contents character by character..."**

**while IFS= read -r -n1 char; do**

**echo -n "$char" >> "$destination\_file"**

**done < "$source\_file"**

**# Adding a newline after character copy**

**echo "" >> "$destination\_file"**

**# Copy contents line by line**

**echo "Copying contents line by line..."**

**while IFS= read -r line; do**

**echo "$line" >> "$destination\_file"**

**done < "$source\_file"**

**echo "Contents copied successfully to $destination\_file."**

25. Write a program to load ALP program from input file to main memory.

**#!/bin/bash**

**# Simulated main memory file**

**MEMORY\_FILE="main\_memory.txt"**

**# Input ALP file**

**read -p "Enter the ALP input file name: " input\_file**

**# Check if the input ALP file exists**

**if [ ! -f "$input\_file" ]; then**

**echo "Input file does not exist."**

**exit 1**

**fi**

**# Clear the memory file before loading new content**

**> "$MEMORY\_FILE"**

**# Load ALP into simulated main memory**

**echo "Loading ALP program into main memory..."**

**line\_number=1**

**while IFS= read -r line; do**

**echo "Loading line $line\_number: $line"**

**echo "$line" >> "$MEMORY\_FILE"**

**((line\_number++))**

**done < "$input\_file"**

**echo "ALP program loaded into main memory (stored in $MEMORY\_FILE)."**

MOV AX, 1

ADD BX, AX

INT 21h
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26. Write a program to check Opcode error in a given job and raise an interrupt.

**#!/bin/bash**

**# List of valid opcodes (example list)**

**VALID\_OPCODES=("MOV" "ADD" "SUB" "MUL" "DIV" "INT" "JMP" "CMP" "CALL" "RET")**

**# Input ALP file**

**read -p "Enter the ALP input file name: " input\_file**

**# Check if the input ALP file exists**

**if [ ! -f "$input\_file" ]; then**

**echo "Input file does not exist."**

**exit 1**

**fi**

**# Function to check opcode validity**

**check\_opcode() {**

**local opcode=$1**

**for valid\_opcode in "${VALID\_OPCODES[@]}"; do**

**if [[ "$opcode" == "$valid\_opcode" ]]; then**

**return 0 # Opcode is valid**

**fi**

**done**

**return 1 # Opcode is invalid**

**}**

**# Reading the input file line by line to check for opcode errors**

**echo "Checking for opcode errors..."**

**line\_number=1**

**error\_found=false**

**while IFS= read -r line; do**

**# Extract the first word (opcode) from the line**

**opcode=$(echo "$line" | awk '{print $1}')**

**# Check if the extracted opcode is valid**

**if ! check\_opcode "$opcode"; then**

**echo "Error: Invalid opcode '$opcode' found on line $line\_number."**

**error\_found=true**

**# Simulate raising an interrupt by printing a message**

**echo "Interrupt raised due to opcode error."**

**break**

**fi**

**((line\_number++))**

**done < "$input\_file"**

**if [ "$error\_found" = false ]; then**

**echo "No opcode errors found. Job is valid."**

**fi**
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27. Write a program to check Oprand error in a given job and raise an interrupt.

**#!/bin/bash**

**# List of valid opcodes and expected operand count (example list)**

**declare -A VALID\_OPCODES**

**VALID\_OPCODES["MOV"]=2**

**VALID\_OPCODES["ADD"]=2**

**VALID\_OPCODES["SUB"]=2**

**VALID\_OPCODES["MUL"]=2**

**VALID\_OPCODES["DIV"]=2**

**VALID\_OPCODES["INT"]=1**

**VALID\_OPCODES["JMP"]=1**

**VALID\_OPCODES["CMP"]=2**

**VALID\_OPCODES["CALL"]=1**

**VALID\_OPCODES["RET"]=0**

**# Input ALP file**

**read -p "Enter the ALP input file name: " input\_file**

**# Check if the input ALP file exists**

**if [ ! -f "$input\_file" ]; then**

**echo "Input file does not exist."**

**exit 1**

**fi**

**# Function to check operand validity**

**check\_operand() {**

**local opcode=$1**

**local operand\_count=$2**

**if [[ -v VALID\_OPCODES["$opcode"] ]]; then**

**if [ "${VALID\_OPCODES["$opcode"]}" -ne "$operand\_count" ]; then**

**return 1 # Operand count is incorrect**

**fi**

**else**

**return 2 # Invalid opcode**

**fi**

**return 0 # Operand is valid**

**}**

**# Reading the input file line by line to check for operand errors**

**echo "Checking for operand errors..."**

**line\_number=1**

**error\_found=false**

**while IFS= read -r line; do**

**# Extract opcode and operands from the line**

**opcode=$(echo "$line" | awk '{print $1}')**

**operands=$(echo "$line" | cut -d' ' -f2-)**

**operand\_count=$(echo "$operands" | tr ',' ' ' | wc -w)**

**# Check if the opcode is valid and if the operand count is correct**

**if ! check\_operand "$opcode" "$operand\_count"; then**

**if [ $? -eq 1 ]; then**

**echo "Error: Operand count mismatch for opcode '$opcode' on line $line\_number."**

**error\_found=true**

**# Simulate raising an interrupt by printing a message**

**echo "Interrupt raised due to operand error."**

**break**

**elif [ $? -eq 2 ]; then**

**echo "Error: Invalid opcode '$opcode' found on line $line\_number."**

**error\_found=true**

**echo "Interrupt raised due to invalid opcode."**

**break**

**fi**

**fi**

**((line\_number++))**

**done < "$input\_file"**

**if [ "$error\_found" = false ]; then**

**echo "No operand errors found. Job is valid."**

**fi**
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